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Description
WebAssembly [1], [2], or Wasm for short, has been created as a fast and secure-by-design answer to
the always increasing need for complex computation in browsers, such as 3D rendering, 3D model
parsing, gaming, hardware emulation or physics workloads (e.g. computational fluid dynamics) [3].
The success of WebAssembly as a portable Instruction Set Architecture (ISA) and binary format has
prompted its adoption in many applications besides browsers. Today, we can find WebAssembly in
smart contracts, embedded devices [4], in secure plugins [5], [6], in Function as a Service (FaaS)
platforms [7], or as a standalone runtime [8]. The latter has a huge impact on the cloud world and the
computing world in general. Some see in the flexibility of WebAssembly a universal binary format that
could be distributed seamlessly across operating systems and hardware architectures. It also appears
in various cloud-related projects and is considered as an alternative to Linux-based containers [9],
promising to be more portable, lightweight and secure.

While WebAssembly provides sandboxing and performance benefits, its standalone use cases in cloud,
edge computing, and embedded systems raise new challenges concerning security and observability.
The cloud-native community has a strong experience of observing the behavior of containers. With
several methods such as eBPF² [10], [11], it is possible to collect performance metrics, uncover bugs,
but also to detect both successful and unsuccessful attacks. While WebAssembly is reputed more secure
than containers, it can still be impacted by attacks [12], [13].

Goals
The main goal of this project is to investigate techniques for detecting, analyzing, and monitoring
WebAssembly workloads in real-time. The candidate will study the security landscape of standalone
(i.e. using WASI [14]) WebAssembly workloads, analyze vulnerability types and potential attacks, and
explore tools and methods for collecting relevant metrics and identifying workload characteristics and
anomalies. The candidate will analyze and evaluate various approaches to monitor wasm workloads:

• Adding monitoring hooks to a programmable Wasm runtime (example: Wasmtime)

• Add instrumentation at the Wasm binary level to generate precise events or counters if needed

• Implement monitoring techniques leveraging Linux eBPF technology to provide complementary
system-level observability without modifying the Wasm runtime or binaries

A proposition of steps for conducting this project would be:

¹https://www.theses.fr/s374883
²https://ebpf.io/
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1. Conduct a comprehensive analysis of known vulnerabilities and attack vectors targeting We-
bAssembly modules and runtimes, especially in standalone contexts. Investigate sandbox escape
possibilities, malicious bytecode patterns, side-channel attacks, runtime exploits, and risks related
to import/export interfaces.

2. Review existing techniques to monitor WebAssembly workloads, including runtime hooks, binary
instrumentation tools (e.g., Binaryen³, WABT⁴), and observability frameworks (e.g., OpenTeleme-
try⁵, Prometheus⁶) and identify gaps in current approaches where system-level monitoring can add
value.

3. Explore the use of extended Berkeley Packet Filter (eBPF) technology to trace system calls, resource
utilization (CPU, memory, I/O), and network interactions of Wasm runtimes. Develop or adapt eBPF
scripts to extract operational metrics and anomalous behavior indicators without modifying Wasm
code or runtime internals.

4. Evaluate how to integrate the collected metrics into observability pipelines (e.g., Prometheus
exporters, Grafana dashboards) for real-time monitoring.

5. Test the monitoring solution on typical standalone Wasm workloads and demonstrate detection
capabilities for security-relevant events.

6. Produce a comprehensive report summarizing the security assessment and monitoring strategy,
providing recommendations for implementing ongoing security monitoring and potential runtime
hardening measures.
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